**Introduction to Numpy**

Numpy is a fundamental package in Python that is used for scientific computational operations.

Installation of Numpy-

* pip install numpy/sudo pip install numpy

numpy package provides

* a powerful N dimensional array object
* sophisticated functions
* linear algerbra, random numbers, fourier transform etc.

Examples

1. creating an array

import numpy as np  
list1= [1,2,3,4]  
list2=[5,6,7,8]  
myArray=np.array([list1,list2])  
print("List 1=",list1)  
print("List 2=",list2)  
print(myArray)

The above code creates two arrays list1 and list2 and combines them to form a single array.

Output:
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1. arange()- used to create an array in sequential order

syntax- a=np.arange(length)

bydefault, the array starts from 0

syntax- a=np.arange(start,end,increment)

import numpy as np  
a=np.arange(0,12)  
print(a)

Output:
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1. shape and dtype fuction

shape - indicates the dimension of an array/list

dtype - indicates the type of data stored in an array

print(myArray.shape)  
print(myArray.dtype)

Output:
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1. zeros() , ones() and eye()

zeros()- creates an array of specified length with all elements as 0.

ones()- crates an array of specified length with all elements as 0.

eye()- creates an identity matrix of specified length.

new\_array=np.zeros(5)  
new\_array1=np.ones([3,3])  
new\_array2=np.empty(5)  
new\_array3=np.eye(3)  
new\_array4=np.arange(0,20,2)  
print(new\_array)  
print(new\_array1)  
#print(new\_array2)  
print(new\_array3)  
print(new\_array4)

Output:
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1. Matrix Multiplication, subtraction, Exponential

from \_\_future\_\_ import division  
import numpy as np  
arr1=np.array([[1,2,3,4],[5,6,7,8]])  
print(arr1)  
  
#multiplication  
print('Multiplication',arr1\*arr1)  
#exponential multiplication  
arr2=arr1 \*\* 3  
print(arr2)  
  
#subtraction  
s=arr2-arr1  
print(s)  
  
d=arr1/2  
print(d)

Output:
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1. Array Indexes(usage of :)

import numpy as np  
a=np.arange(0,12)  
print(a)  
  
print(a[0]) #prints the first element  
print(a[0:5]) #prints the first 5 elements  
a[0:5]=20 #assigns value 20 to the first 5 elements of the array  
acopy=a.copy()  
print(a[0:5])  
print(a)  
#interesting thing  
a2=a[0:6]  
print(a2)  
a2[:]=29 #all the elements  
print(a2)  
print(a)  
#no extra copy is created when using numpy  
  
#creating new array copy  
print(acopy)  
acopy=a.copy()

a:b where a-row, b-column. Accesses all the elements from a to b.

a.copy()-creates a copy of an array.

**Note-** While using numpy, no copy of array is created implicitly.

We have to make use of copy() function.

Ex. In the above example- as you can see array a2 is derived from array a. Making any changes to a2 will also affect the value to a.

To avoid any changes in the original matrix, we use copy()

1. Multidimensional Arrays

import numpy as np  
a=np.array([[1,2,3],[4,5,6],[7,8,9]])  
print(a)  
print(a[0]) #prints the first row

Output:
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Accessing each element of an array:

#accessing each element  
print(a[0][2])

Output:

3

Slices in an array

#slices in an array  
slice1=a[0:1,0:2]  
print("Slice1=",slice)  
  
slice2=a[:2,2:]  
print("Slice2=",slice1)

Output:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAO8AAAA1CAIAAAAmtyunAAAAAXNSR0IArs4c6QAABiZJREFUeF7tXc9v4kYUtrvqn0CMFHPtJWahK+fU3kBClUDaQ29rtQcjVcplQYkqqt43OXRFsrdKoSfvZa9JpSDBDfUStAmNe8lpJRAFoV6irtSb+8aTJYY4+BfYZvJ8QXrMzHvvm0/DY/x5zG9tbXF4IQJMIMAvZrMhymXlRTrJG6MrnUuMtf3TAS8Wa3v5pGFcva0cd3l+ioMhFn/aFVqzRpcoibKczeRz0mRuTJfdabNirZ5P8lfay0b3Lqo5o3tH1tzfasfdARnTkNUjJT2Xu63RU+TYeCkIPNnY2FgwUGnnm4/aqzfvmmcfJptPn3J/dq5v+JvrztnZ2edfPvu3835oYTP5onlhtbgP8WY4vL7o3B/T/QjQ8ouvxT9+fvX733dUvm9076i0893H1q9vfnv313/Pfni+2excw2j88OJ+7rZGT5Fj46Ug8JnTKAkumSKzOBicHhzAwvxQe1mtHx4e1uuqbBiW1VpWa9ReU1W1KJKvYGkHCzHWVNm0xPMi+XYHEFv/vKfHM0SMahYBBzafaC0hv0uZR7n40NVtVCuVSnt8971hiCUlP269Bnuloo0TCfJLLRYLnGZaKpX9ZrJQEi3stw4+JT2lPly1ohjJ9KVK+YR+GYlrdOoJAQc284Nu44DQtKL1hN2ydd11dpPKSpMWXd54/nZpB1s6v0fZeXS0l5OkLFn6bS7ocEv6Tx/w0+DsdNktxKKqCK1IXC87FfbHc6w0biEAWvf0hFl0BLr6o8mo9cuUptXqg9VLHNZmqJMKXPOg0Q2UM3YOC4FFbIaqoAa/7maBAWVDJjG57HuJq3+pJ/K0PjFEWONIscKd9yZSwU25HO3aDPlC8pnefsP8QSjW1IcqIi+IYNvVIrBoh47suCnChJPIDp0xar8m23OGIZcPX6Q/bWVQ+0l/+76RNJ5u8Bkjva1RZsCwZSVHxxzrunZ8MuB5uo9GczVGLRgSjF5TB86N9mc2DSkRrUaXjszdxlzyLs2Z7Ug3jrwGj+2DI+Cw3xzcQZgjhEay0ByFiR4DvtzWzWuSqqQcHcEe4Wy0tkafCcGNEvj/mhNmutsafTrAbgEQYGptDoADdmUBAcbWZhamBHPwjQCy2Td02DF2CCCbYzclGJBvBJDNvqHDjrFDANkcuynBgHwjgGz2DR12jB0CcVHr20rjvaLlRq0Pt6y3y4qSTsLzB4s1+F69Y/vIEYiLWt9WGu8VHTdq/e3yTqan7Zsa/OdfPelcDMELyu29Qh3P9o6VRkhq/dCk8aBwbZgiVbzYQyB2av2pNH51ilAij6vXd/OcdnzO3ow+5ozc3tkmde1upmd5gtVReUNkaIXRnDiYPiE7RXwqzaMWUxrf860ndgzJOtOirCqZGV+23R8zOdYud8dK4zajENT6c9L41a3NNCV4qkZPZLw9TbN20/vIAo6FWt9WGr8KtT44UuEBBJk8Xwhrc44bjx7ZfLOdbizU+v1UaYE03v0EuKk0FmwFYqXhHup4tnRbN8cz+rmo3LB5QSLI5rWY5QVBuq2b1yRPn2p9lNuvyfw6hMnU2szGlGAWvhFgbG32jQN2ZAGB6NlMT4phAUvMIWoEomdz1Aigf3YQQDazM5eYCbIZOcAOAshmduYSM/HPZtChwb8361Es5Aa1Ss5mJqc40+PnzLNU5g91tjPiTCACwRHwz2aO07WXd+9kIKc1lwtcj5zNXK2ChJicIsd3G3OHOj9kDJ4JjoAIBGHzLHrbBaF3TE9rxgsRiASBpbE5BaLlTBlU8OSlEKZIDS9EIGQElsbmpCBJEgevhYADxpvJLOqGQ55IdAcILI3NMNa43aTlMscJwU/hx+lBBLwisDQ2nzfbnJSFA+jh72BSGI88ncLvNWpsjwjYIbA0NsNrejRdUIjmAh63O7G+FRORRwTCQWBpbIZwB6fw/iq44ClVzy95CCdb9MI2AkHY7HxmPZ5EzzZ74pZd9Gp9KgeFmyxxgwbjWTsEgqzNa5csBsw4AtGvzYwDjOmFiACuzSGCja5WjACyecUA4/AhIoBsDhFsdLViBJDNKwYYhw8RAYfTyM2T6Hd+/P7bQnbznw/vhzd4WyTEyUFXHhH4H5kx9ZkbtPFBAAAAAElFTkSuQmCC)

Slice 1 contains 1st row 1st element and 1st row 2nd element.

b=[[0,0,0],[0,0,0],[0,0,0]]  
a\_len=a.shape[0]  
print(a\_len)  
for i in range(a\_len):  
 b[i]=a[i]\*a[i]  
print(b)  
#another way of accessing elements  
print(a[[0,2]])

a.shape[0] returns the number of rows in an array.

1. Some basic functions in numpy

* Arange- creates a sequential array
* Sqrt- returns the square root
* Exp- returns e^the element, e is Eulers number
* Add- adds two elements
* Max – returns the maxinum value

import numpy as np  
#arange  
#sqrt  
#random  
#exp  
#add  
#max  
a=np.arange(5,55,5)  
a1=[1,2,3,4,5]  
print(a)  
  
i=0  
n=5  
for i in range(11):  
 print(n\*i)  
  
b=np.sqrt(a)  
print(b)  
#b1=np.sqrt(25)  
#print(b1)  
c=np.exp(a) #eulers number raised to array  
print(c)  
  
d=np.add(a1,a1)  
print(d)  
  
#e=np.max(a,b)  
#print(e)

Output:
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1. Saving and Loading elements from external library

import numpy as np  
a=np.arange(10)  
print(a)  
  
#save numpy array  
np.save("saved",a)  
#new file is craeted with name saved.npy  
  
new\_a=np.load("saved.npy") #load the saved file  
print(new\_a)  
  
#saving multiple arrays as zip or archive file  
a1=np.arange(25)  
a2=np.arange(30)  
np.savez("saved\_archive.npz",x=a1,y=a2) #savez is used for saving multiple arrays  
load\_npz=np.load("saved\_archive.npz")  
print(load\_npz['x'])  
print(load\_npz['y'])  
  
#save the arrays to textfile  
  
np.savetxt('text.txt',a1,delimiter=',')  
#loading of txt files  
  
load\_txt=np.loadtxt('text.txt',delimiter=',')  
print("Text File=",load\_txt)  
#convets an integrer into a float number

np.save()- saves an array

np.load()-loads an array

np.savez()- saves multiple arrays

np.savetxt()- saves an array in text format

np.loadtxt()- loads the array stored in text format

Saving and Loading files in external memory helps **to save the memory**.

It stores the data in a zip or archive file, whose size is comparatively smaller.

1. Matplotlib – it is python library used for plotting figures, graphs etc.

import numpy as np  
import matplotlib.pyplot as plt  
a=np.arange(-100,100,10)  
print(a)  
  
dx, dy = np.meshgrid(a,a) #groups the point with every other point  
#print("Dx",dx)  
#print("Dy",dy)  
function=2\*dx+3\*dy  
function2=np.cos(dx)+np.cos(dy)  
print("Function",function)  
print("Function 2",function2)  
plt.imshow(function)  
plt.title('Function Plot of 2dx+3dy')  
plt.colorbar()  
plt.savefig('MyFig.png')  
  
plt.imshow(function2)  
plt.title('Function of Cos(dx)+Cos(dy)')  
plt.colorbar()  
plt.savefig('MyFig2.png')

.meshgrid()- group every point with the corresponding point in other element.

.imshow()- used for displaying values/images

.title()- assigns a title for the result

.colorbar()- Adds a colorbar to a plot

.savefig(‘MyFig.png’)- saves the plot as a png file
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1. Conditional Clauses

import numpy as np  
x=np.array([100,200,300,400]) #each member as a  
y=np.array([400,500,600,700]) #each member as b  
condition=np.array([True,True,False,False]) #each member cond  
#if true take x else y  
z= [a if cond else b for a,cond, b in zip(x,condition,y)]  
print(z)  
  
#same opeartion using numpy  
#np.where(#condition,#value for yes,#value for no)  
z2=np.where(condition,x,y)  
  
z3=np.where(x>200,0,1) #if x is > 200 replace it by 0 else 1  
print(z3)

1. Various Function in numpy

#sum  
print(x.sum())  
  
n=np.array([[10,20,30],[40,50,60],[70,80,90]])  
print("N=",n)  
#colomun sum  
print("Sum of Coloums=",n.sum(0))  
#row sum  
print("Sum of Rows=",n.sum(1))  
#mean  
mean=x.mean()  
print("Mean=",mean)  
#std deviation  
std\_dev=x.std()  
print("Standard Deviation=",std\_dev)  
  
#varinace  
var=x.var()  
print("Variane=",var)  
  
#logical operations  
  
condition2=np.array([True,False,True])  
print("OR operator",condition2.any())  
print("AND operator",condition2.all())  
  
#sorting in numpy arrays  
unsorted=np.array([2,5,9,4,-6,3,1])  
print("Unsorted Array=",unsorted)  
unsorted.sort()  
print("Sorted Array=",unsorted)  
  
s=np.array(["Solid","Solid","Liquid","Liquid","Liquid","Gas","Gas"])  
n=np.array([1,2,3,1,2,4,4,8,9,9,3,4,4])  
print(np.unique(s))  
print(np.unique(n))  
  
print(np.in1d([2,6,9],n))

np.in1d([2,6,9],n) – returns a Boolean value to indicate if the given elements are present in the array.

**Introduction to Pandas**

Pandas is a data manipulation library used for data analysis.

1. Series-

syntax- pandas.Series(data,index)

.values()-prints the values of the series

.index()- prints the indexes of the series

s=Series([5,10,15,20])  
print("Series=",s)  
print("Values=",s.values)  
print("Index=",s.index)

We can also create Series by passing an array to it.

Ex-

data=np.array(['a','b','c'])  
s1=Series(data)  
print(s1)

we can create our own set of indexes(both numeric and text based)

s1=Series(data,index=[100,101,102])  
print("Customized Series Index=",s1)  
  
s=Series(data,index=['A','E','I'])  
print(s)

Conditions can be used within a Series to manipulate data

rev=Series([20,80,40,35],index=['Ola','Uber','grap','gojek'])  
print(rev)  
  
#using index to access values  
print(rev['Ola'])  
#usinh condition within series  
  
print(rev[rev>30])  
  
#using boolean conditions  
  
print( 'Ola' in rev)  
print('Car' in rev)

‘ola’ in rev determines if it is present in the Series and returns a Boolean value.

We can convert a Series in to a Dictionary by using .to\_dict()

rev\_dict=rev.to\_dict()  
print(rev\_dict)

#nan values(not available values)  
index2=['Ola','Uber','grap','gojek','lyft']  
rev2=Series(rev,index2)  
print(rev2)

Output:
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.isnull()- returns true if null value is present else false.

.notnull()- returns true if the value is not present else false.

print(pd.isnull(rev2))  
print(pd.notnull(rev2))

#addition of series  
print(rev+rev2)  
  
#assigning names  
rev2.name="Company Revenues"  
rev2.index.name="Company Name"  
print(rev2)

Series can be added by using + operator.

Names can be assigned to Series and the index values of the series.
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1. DataFrames

DataFrame is 2 dimensional tabular structure with two axes(rows and cols) is a container for Series objects.

import pandas as pd  
import numpy as np  
from pandas import Series,DataFrame  
  
#revenue of companies  
  
df=pd.read\_clipboard()  
print(df)  
#access indexes and columns  
print(df.columns)  
print(df['Industry'])  
  
#multiple columns  
print(DataFrame(df,columns=['Rank','Industry','Name']))  
#nan values  
df2=DataFrame(df,columns=['Rank','Industry','Name','Profit'])  
print("New dataFrame=")  
print(df2)  
  
#head and tail  
  
print(df2.head(4)) #prints first 5 rows  
print(df2.tail(4)) #prints last 5 rows  
  
#access rows in dataframe  
#print(df.ix[0]) #does not work  
print(df.iloc[0]) #first row  
print(df.loc[5]) #5th row  
  
#assign values to dataframe  
#using numpy  
a1=np.array([1,2,3,4,5,6,7,8])  
df2['Profit']=a1  
print(df2)  
  
#using series  
  
profit=Series([900,100],index=[3,5])  
df2['Profit']=profit  
print(df2)  
  
#deletion  
del df2['Profit']  
print(df2)  
  
#use dictionary with dataframe  
  
sample= {  
 'Company':['A','B'],  
 'Profit':[1000,5000]  
}  
print(sample)  
dict\_df=DataFrame(sample)  
print(dict\_df)

read\_clipboard()- read the value for the data frame copied on the clipboard.

df=pd.read\_clipboard()  
print(df)

df.columns- displays all the columns in the datframe

individual colums can be accessed by specifying the name of the coloum

#access indexes and columns  
print(df.columns)  
print(df['Industry'])

Output:
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Multiple columns can also be accessed

#multiple columns  
print(DataFrame(df,columns=['Rank','Industry','Name']))

.head(n)- return the first n values in the dataframe.

.tail(n)- returns the last n values in the dataframe.

Individual rows can be accssed using iloc() or loc() function

#head and tail  
print(df2.head(4)) #prints first 5 rows  
print(df2.tail(4)) #prints last 5 rows  
#access rows in dataframe  
#print(df.ix[0]) #does not work  
print(df.iloc[0]) #first row  
print(df.loc[5]) #5th row

#assign values to dataframe  
#using numpy  
a1=np.array([1,2,3,4,5,6,7,8])  
df2['Profit']=a1  
print(df2)

The above code assigns the values of array a1 to the Profit column.

#using series  
  
profit=Series([900,100],index=[3,5])  
df2['Profit']=profit  
print(df2)

Values 900 and 100 are assigned at the index 3 and 5.

#deletion  
del df2['Profit']  
print(df2)

Del- deletes the entire column from the dataframe.

#use dictionary with dataframe  
  
sample= {  
 'Company':['A','B'],  
 'Profit':[1000,5000]  
}  
print(sample)  
dict\_df=DataFrame(sample)  
print(dict\_df)

The above code converts a dictionary sample into a dataframe. This can be done by passing dict in the DataFrame()

Output:
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1. Indexes

s1=Series([10,20,30,40],index=['A','B','C','D'])  
print(s1)  
  
index1=s1.index  
print(index1)

.index – returns the index values

#index operations  
print(index1[2])  
print(index1[2:])

Returns the value at index 2 and value from index 2 to the last index, respectively.

Negative Indexes

#negative indexes  
print(index1[-2:]) #ignores the first 2 elemnts and prints the rest  
print(index1[:-2]) #ignores the last 2 elemnts and prints the rest

Range of Indexes

print(index1[1:4])

prints all the indexes from 1 to 3(index starts from 0)

Note- index once assigned cannot be changed using = operator.

1. Re-indexing

#create a new series  
s1=Series([1,2,3,4],index=['e','f','g','h'])  
print(s1)  
  
#creating new indexes using reindex  
  
s2=s1.reindex(['e','f','g','h','i','j'])  
print(s2)

reindex()- is used to change the index values of Series.

#using fill value  
s2=s2.reindex(['e','f','g','h','i','j','k'],fill\_value=10)  
print(s2)  
  
#using ffill  
cars=Series(['Audi','BMW','Honda'],index=[0,4,8])  
print(cars)  
ranger=range(13)  
print(ranger)  
cars=cars.reindex(ranger,method="ffill")  
print(cars)

fill()- fills in the given value to the new index

ffill()- forward fill is used to fill the missing values.

#create new df suing random  
#reindex rows of data frame  
df1=DataFrame(randn(25).reshape(5,5),index=['a','b','c','d','e'],columns=['c1','c2','c3','c4','c5'])  
print(df1)  
df2=df1.reindex(['a','b','c','d','e','f'])  
print(df2)

.randn(n)- provides n random numbers.

.reshape()- reshapes the given values into rows and cols.

The above code creates a new dataframe using random values.

#reindex cols  
df3=df2.reindex(columns=['c1','c2','c3','c4','c5','c6'])  
print(df3)

We can also re-index the column values using reindex()

df4=df1.loc[['a','b','c','d','e','f'],['c1','c2','c3','c4','c5','c6']]  
print(df4)

We can re-index both rows and cols simultaneously by using ix[] or loc[] or iloc[]

1. Dropping entries in Series and DataFrame

import pandas as pd  
import numpy as np  
from pandas import Series,DataFrame  
  
cars=Series(['BMW','Audi','Honda'],index=['a','b','c'])  
print(cars)  
  
#drop enteries  
cars=cars.drop('a')  
print(cars)  
#df  
cars\_df=DataFrame(np.arange(9).reshape(3,3),index=['BMW','Audi','Honda'],columns=['rev','profit','expenses'])  
print(cars\_df)  
  
#drop rows  
cars\_df=cars\_df.drop('BMW',axis=0)  
print(cars\_df)  
#drop cols  
cars\_df=cars\_df.drop('profit',axis=1) #axis=0 for index  
print(cars\_df) #axis=1 for columns

drop series values

syntax- series\_name.drop(‘index\_name’)

drops the elements of the given index

drop rows and cols in a dataframe

dataframe\_name.drop(‘index\_name’,axis=0) // for index

dataframe\_name.drop(‘column\_name’,axis=1)//for columns

axis=0;index

axis=1;columns

1. Handing null values

import numpy as np  
import pandas as pd  
from pandas import Series,DataFrame  
s1=Series(['A','B','C','D','E',np.nan])  
print(s1)  
#validate  
print(s1.isnull())  
#drop unavailbale values  
print(s1.dropna())  
  
df=DataFrame([[1,2,3],[4,5,np.nan],[7,np.nan,10],[np.nan,np.nan,np.nan]])  
print(df)  
#drona in dataframe  
#print(df.dropna()) #delets the entire row that has atleast one nan entry  
print(df.dropna(how="all"))  
  
#dropna corresponding to columns  
  
print(df.dropna(axis=1)) #column vise deletion  
  
df2=DataFrame([[1,2,3,np.nan],[4,5,6,7],[8,9,np.nan,np.nan],[12,np.nan,np.nan,np.nan]])  
print(df2)  
  
print(df2.dropna(thresh=3)) #should contain atleast 3 data values (for rows)  
print(df2.dropna(thresh=3,axis=1)) #for cols  
  
#fillna  
  
print(df2.fillna('-')) #fills all the null values by 0  
print(df2.fillna({0:0,1:50,2:100,3:200})) #replaces null value in col 1 by 0, col2 by 50, col3 by 100 and col4 by 200

.isnull()- returns true if the entry is null else false

.dropna()- drops null values

Note- .dropna() drops every row with atleast one null entry

np.nan()-creates a null entry.

.dropna(how="all")- drops only those rows in which all the entries are null.

.dropna(axis=1)- drops the elements column wise.

.dropna(thresh=3)- drops the row if it contains less than 3 values

.dropna(thresh=3,axis=1)- works column wise.

.fillna('')- fills the null values with the specified value.

1. Accessing elements of Series and datframe

import pandas as pd  
import numpy as np  
from pandas import Series, DataFrame  
  
s1= Series([100,200,300],index=['A','B','C'])  
print(s1)  
#access element of series  
  
print(s1['A'])  
#access multiple elements  
print(s1[['A','B']])

elements of a series can be accessed by specifying the index of the series.

Multiple elements of a series can also accessed by passing multiple index values.

#number indexes  
print(s1[0]) #equivalent to s1['A']  
#aceesing multiple elements  
print(s1[0:2])  
print(s1[0:4])  
  
#conditional indexes  
print(s1[s1>150])  
print(s1[s1==300])

We can also pass the number as index instead of index values to save time.

Conditional statements can also be used with Series as shown above.

df1=DataFrame(np.arange(9).reshape(3,3),index=['Car','Bike','Cycle'],columns=['A','B','C'])  
print(df1)  
  
#col wise  
print(df1['A'])  
print(df1[['A','B']]) #multiple values  
  
print(df1>5)  
  
#access elements using ix function  
  
print(df1.loc['Bike'])

elements of a dataframe can be accessed by in a similar way as that of Series by passing column values.

df1[]>5- returns true if the values are greater than 5 else false

1. Alignment of elements

import pandas as pd  
import numpy as np  
from pandas import Series,DataFrame  
s1= Series([100,200,300],index=['A','B','C'])  
s2= Series([300,400,500,600],index=['A','B','C','D'])  
print("Sum of Series=",s1+s2)  
  
#datframe  
df1=DataFrame(np.arange(4).reshape(2,2),index=['Car','Bike'],columns=['A','B'])  
df2=DataFrame(np.arange(9).reshape(3,3),index=['Car','Bike','Boat'],columns=['A','B','C'])  
print("Df1\n",df1)  
print("Df2\n",df2)  
print("Sum of DataFrames\n",df1+df2)  
  
df1=df1.add(df2,fill\_value=0)  
print(df1)  
  
s3=df2.iloc[0]  
print(df2-s3)

‘+’ operator when used on the 2 series adds the corresponding indexes of the series.

Null values are not considered and output is –nan

‘+’ operator when used on the 2 dataframes adds the corresponding indexes of the series.

Null values are not considered as 0.

1. Ranking and Sorting

import numpy as np  
import pandas as pd  
from pandas import Series,DataFrame  
from numpy.random import randn  
  
s1=Series([500,1000,1500],index=['a','c','b'])  
print(s1)  
  
#sorting by index  
print(s1.sort\_index())  
  
#sort by values  
print(s1.sort\_values())  
  
#ranking of series  
print(s1.rank())  
s2=Series(randn(4))  
print(s2)  
  
print(s2.rank())

.sort\_index- sorts the series by its index value

.sort\_value- sorts the series by the value of elements

.rank()- first sorts the series by its value(elements) and then assigns rank accordingly

Ex:
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1. Statistics

from pandas import Series,DataFrame  
import numpy as np  
from numpy.random import randn  
import matplotlib.pyplot as plt  
  
array1 = np.array([[10,np.nan,20],[30,40,np.nan]])  
print (array1)  
df1 = DataFrame(array1,index=[1,2],columns=list('ABC'))  
print (df1)  
  
#sum()  
print (df1.sum()) #sums along each column  
print(df1.sum(axis=1)) #sum along indexes  
  
print (df1.min())  
print (df1.max())  
  
print(df1.idxmax())  
print (df1.cumsum())  
print (df1.describe())  
  
df2 = DataFrame(randn(9).reshape(3,3),index=[1,2,3],columns=list('ABC'))  
print (df2)  
  
plt.plot(df2)  
plt.legend(df2.columns,loc="lower right")  
plt.savefig('samplepic.png')  
plt.show()

.min() / .max()- returns min and max value in each column of the datframe respectively.

.idxmax()- retuns the index containing highest value in the dataframe.

.cumsum()- returns the cumulative sum of the columns of datframe.

.describe()- returns values such as count, mean , min, max etc. As shown below

![](data:image/png;base64,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)

.plot()- used to plot the dataframe values.

Plots can be made as line, bar , box, hist etc.

Ex- .plot(hist)-plots a histogram

Legend- is used to identify each data element uniquely.

legend(df2.columns,loc="lower right")- displays the legend object at the lower right corner.

.show()-displays the plot.

ser1 = Series(list('abcccaabd'))  
print (ser1.unique())  
  
print (ser1.value\_counts())

.unique()-prints only the distinct values in the series.

.value\_counts()- prints the count of each element in the series.